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Abstract

This work is an investigation of methods of analysing the performance
of a university computing system. This involves the development of programs
for analysis of system output tapes, with the production of statistics con-
cerning error messages, execution ratios and distribution of program times.,
There is also presented a detailed analysis of Fortran programs involving

statement frequency and types of error.




1. INTRODUCTION

1.1 Objectives

The purpose of this work is to investigate the behaviour of a
computing system as it processes a typical batch of programs in a

university environment.

This is achieved by an analysis of the system output which provides
an historical trace in considerable detail. It comsists of program
listings, reports during compilation and execution and results from each
program in turn. From this raw data it is possible to develop a wide
variety of interesting statistics which may indicate both the efficiency
with which the system processes user programs and also the level of
proficiency of the users. It seems that the information produced by such
an analysis should prove of fundamental importance to the designers of new
computing systems and should also indicate ways in which the user can be

trained to make more effective use of the system.

It is claimed that this analysis should be of great use to teachers
of Fortran and in general to compile writers. There is a pressing demand
for the introduction of computer education at school level and a recent

- IFIP Conference has given a clear cut recommendation on such education.

1.2 The Computing System

The system under analysis is the PUFFT system for processing small to
medium size Fortran programs at Imperial College. In this section we
provide background information on the use of computers in colleges, on the
use and development of Fortran as the language for college programs and the

structure of the PUFFT system.

1.2.1 Computers in the University

The modern electronic computer has produced a revolution in science,
engineering, industry and commerce and has permeated our society. Even
though a relatively small percentage of computers have been located on
university and college campuses, colleges and universities have played a
key role in computer development. In fact, the more advanced system programs
that permit all computer users easier and more satisfactory access to

computers have been developed by the universities (see Refs. 1 and 2).
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Computers are used by an increasing number of students either to
do homework or laboratory problems, or to learn about the design and
operation of computers themselves. Like other new technicological
developments, the computer has been over-promoted, abused and misused.
All too often an extensive brute force calculation has been made on a
computer when some thoughtful analysis would have reduced the problem to
one requiring only a modest computer application and perhaps noné at all.
Better education in computer use should improve this situation. The
broad scale reliance of our increasingly technical society on computer
systems, formal languages, and the related problem—solving procedures
will eventually mean that everyone should have a basic non-technical
understanding of the field, much as everyone is now expected to understand
something of history, arithmetic, biology, etc. In fact, this has already
been started on an experimental basis at the grade school level. It is
already generally recognised that the engineers will make so much use of - :
computers that it has been essential to give them instruction in the use
of computers as part of their undergraduate training. As use of computers
is becoming widespread, students in more and more areas will require

training in their use as part of a normal undergraduate education.

Over the past few years there has been a vigorous development of
problem—oriented lamnguages, such as Fortran, ALGOL, COBOL, and PL/1. Their
use has made it possible within a one-term course to impart the technical

knowledge needed for the transcription of a well-defined problem into a

computer program. The advantage in having courses designed to develop
proficiency in a programming language in schools and colleges is that such
courses can form the basis for further formal education in computer-oriented

problem analysis and in more advanced programming logic and language.

Engineers have already accepted the computer as an educational aid,
and the students of engineering are using the computer extensively as a
calculating instrument throughout their undergraduate career. While the
same kind of acceptance is anticipated in other academic areas, an even
greater impact on education is now occuring through the use of computers
for non—numeric processing. This is simply the use of machines for manipu-
lating entities that are not represented in pure numeric form. Included

within this non-numeric field is general information storage and retrieval,

algebraic manipulation, and linguistic work of all kinds. i
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Writing a machine language program is usually far more difficult
and time-consuming for the programmer than writing a program in a problem-
oriented language, such as Fortran or ALGOL. Basic training in computer

programming is therefore best carried out in a high level language.

1.2.2 Use of Fortran, History

There is a growing tendency for programs in all application fiélds
to be written in Fortran (mainly because of the worldwide availability of
Fortran compilers). Fortran will probably be the most commonly used
programming language in the universities and colleges for at least the
next five to ten years, again mainly because of the ready availability of

Fortran compilers on all machines.

Out of many dialects existing in Fortran, there are two, Fortran II
and Fortran IV, which are most commonly used. Fortran II is now officially
obsolete, although thousands of Fortran II programs are still in use. The
name Fortran was derived from the words IBM Formula TRANslation System, which
described the primary object of the original language. The processor
(compiler) for this language was modified in 1958 to accept programs written
in an augmented Fortran language which was commonly known as Fortran II.
From 1962, compilers for Fortran IV began to appear, which provide important
additional facilities. In 1964, the American Standard Association drew up
a specification of, essentially, Fortran IV which has been widely accepted
as the standard Fortran. All Fortran IV compilers should accépt a program

written to the ASA specification.

It should be noted, however, that of the processors described in
references 12 - 16 , very few appear to have complete compatibility
with ASA Fortran (see references 3, 4 , 17 , and 18 ). In addition two
other Fortran processors may be of importance to users. Both of these
processors provide for very fast compilation, but may producé less efficient
object coding than the manufacturers compilers. PUFFT is used on IBM 7090/4
machines and its specification is nearly the same as version 13 Fortran IV
for the IBM 7094 machine,

It is in many ways remarkable that a language as old as Fortran is

still in use at all, and the extended Fortran is also able to stand the

i
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competition of newer languages such as ALGOL and PL/1. One reason for
its survival seems to be the fact that its very limitations, while not
too serious from the user's point of view, make it relatively éasy to
compile. Fast compiling is particularly important for a language much
used in teaching since student's exercises spend most of their time in
the compiling phase, and indeed the same consideration is important in
any research-based computer centre where the ratio of the programs under

development to those in production will always remain high.

Another important feature of Fortran is the care with which it has
been extended to cover special applications - rather diverse examples can
be found in syntax description 5 , in the list processing 6 , in
simulation 7 , and on character manipulation 8 . Suggestions for
improving Fortran from the user's point of view, mainly by removing irksome
and unnecessary restrictions as well as by creating useful extensions to
the language, are given by Healy 10 . Further suggestions based on
efficiency considerations as seen by the software writer and the machine
manager are given in reference 11 . So it appears that there is still

considerable scope for development.

1.2.3 The PUFFT System

The PUFFT System at Imperial College handles the load of small-scale
Fortran programs produced by students under instruction.or researchers
déveloping subsections of larger programs. Programs of this size form an
increasingly important part of the work load as computing enters the

curriculum of all students.

The development of the PUFFT System is due to Professor S. Rosen and
a small group of workers at Purdue University, where the computing require-

ments are similar to those at Imperial College (referemce 1 ).

PUFFT handles job-to-job sequencing, translating and running of batches
of programs submitted to it in Fortran IV source language, and it was
primarily designed as an independent operating system for the IBM 7090/94
computer. The entire system is resident in just over 16 thousand words of
immgdiate access storage during both compilation and execution. During
compilation the system communicates only with an input tape, from which it

reads the source program, and an output tape, on which it writes the

.




program listing. Everything else is handled in the main core memory.

System Routines: The various system routines that reside in the

lower part of the core memory (the storage assignment for this is the
locations 0 to 17K where K represents 210 = 1024) aré (a) thé éxécutive
routine, (b) the input-output package, (c) the compiling routinés,

(d) the subroutine library and (e) diagnostic message routine. A brief

description of the various routines follows:

(a) The Executive Routine: This handles the monitor functions in

PUFFT. It reads and interprets control cards and controls the sequence

of funtions within a job and between jobs.

(b) 1I/0 Package: The I/0 routines that reside in the system area
are used by the system and by the object programs that aré producéd. At
compile time they provide a double buffered system for reading BCD card
images from the input tape, and for writing lines edited for printing the
system output tape. A pair of 22 word buffers is providéd for BCD input,
‘and the same pair of buffers is used at run time for reading from the
input tape or from any other BCD tapes that the object program may specify.
Two 120 word buffers are provided in the system area to providé for a
blocking factor of at least five lines per block on output to the systém

tape. BCD output on other tapes during output would use the same buffers.

(¢) The Compiling Routines: PUFFT requires that all statements

that have to do with type declaration and storage allocation must appear
at the beginning of the subprogram in a prescribed order since it is
designed as an absolute load-and-go compiler. These include explicit type
statements, DIMENSION statements, COMMON, EQUIVALENCE and DATA statements.

(d) The Subroutine Library: All the standard Fortran library sub-

routines are found in PUFFT and they are part of the resident system. The

subroutine library uses about 2600 words of core memory.

(e) The DIAGNOSTIC Message Routine ERROR: A system like PUFFT,

intended for use by students and for debugging, must be able to recognise

and provide detailed diagnostic messages for all kinds of errors in the

source language program. This routine is called ERROR and is designed such

that a large number of different error messages can be printed without

using an excessive amount of space for their storage.

~
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An error message is selected by a parameter word which designates
upto three phrases from a library that could contain a maximum of 511
phrases. Each phrase is encoded in a single computer word which selects
a sequence of upto five English words from a table of 127 different words
of upto 12 characters each. A phrase may require an insert provided by’
the calling sequence, in which case the insert is provided in the arith-
metic registers and the position of the insert within the phrasé is
specified in a field of the parameter word which selects the méssage.
The actual words that appear in messages are stored only once, regardléss
of the number of messages in which they appear. A phrase appéars only
once in the phrase list, even if it is used in many different messages.
Several hundred different messages, and the coding required to select
them and to transmit them to the output routine, all take slightly more

than 500 words of core storage. The parameter word also transmits a

severity code 0, 1, 2 or 3. Most messages are only warnings. Execution

is deleted only for serious errors whose severity code is 3.

Error messages produced during the compilation appear in the listing
of the source language program. An error message is printed immediately
after the source language statement that was on the last card read before

the error was detected.




2.  RESULTS AND DISCUSSION

In this chapter we provide the results of an analysis of the

operation of the PUFFT system over several typical working days.

The analysis may\be divided into three main sections. Firstly,
an overall measurement of the size of the programs and success in
execution; secondly, an analysis of the reasons for failure of the
unsuccessful programs; and finally, a survey of the frequency of use
of the various features of the Fortran language as evidenced from the

program listings.

There are two sets of results for sections (1) and (3) in our
analysis. One is based on statistics from all programs run during one
week of five working days, the other refers to jobs run during two
different days of two other weeks. Both studies are presented to

provide some measure of the consistency of the results.

2.1 Execution Analysis

The distribution of program size is given in Fig. 1. The number

of jobs in each storage requirement category is shown as a histogram.

From this we conclude that relatively very small jobs are much
more frequent than jobs requiring more than eight thousand words of
étorage. ABout 60%Z of the jobs take less than 4K, and about 90Z of
jobs take less than 8K of storage. This implies that in a college where
student instruction represented the main part of the computer use, a very
high proportion of the work load could be processed by a computer with
8K words of 36 bits storage, not including the system. In fact, out of
1047 jobs analysed within a week, most jobs (339) take 1less than 1000

words.

Table I gives details of successful and unsuccessful programs. Out
of 1047 jobs examined, 487 were successfully executed although 807 of
the jobs went into execution. About 32% of the jobs which wént into
execution were terminated either because of execution errors, or because
of excess output (there is an automatic limit to the number of lines
which can be printed out). Only 207 of the jobs were rejected during
compilation., This justifies the PUFFT systém in containing a richer

vocabulary of warning messages than error messages indicating failure.
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About 237 of the jobs were terminated with execution error messages

and 97 with excess output. This is calculated from the total of error

messages of level 3,

Timing can be summarised as follows:

Average compile time per program

Average execution time per program

3.3 seconds

49 seconds (approximately)

TABIE I

Total time required for the
compilation of the jobs:

Total time taken for the
execution of the jobs:

Number of jobs:
Number of jobs without listing:

Number of jobs went into
execution:

Number of jobs terminated by
stop:

Number of jobs terminated:

Total number of error messages
including execution messages:

Various types of execution
statements:

. Errors of level O:
Errors of level 1: .
Errors of level 2:

Errors of level 3:

57.55 minutes

853.258 M
Percentage
1047 -
27 2.57
842 o 80. 42
507 O 48.42
670 63.99
4132 | -
2019 48.86
2187 52.93
76 1.84
652 15.78

1217 29.45

i o ey 7 e 3
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2.2 Error Analysis

In a university, a large portion of the users of a computing facility
are students learning programming and graduate students or réséarch investi-
gators who are not full-time programmers, but are faced with the need of
using the computer as an educucational or research tool. For these people
the concern of finding and correcting errors in their programs as quickly
as possible outweighs the need for efficient object code and sophisticated
programming features. For this purpose the PUFFT éystem glves a satisfac-
tory service. However, the diagnostic messages are not fully documented
and it seems that a teacher would need details of the relative frequencies
of errors if he is to help his students to correct their mistakes. From a
knowledge of the errors he is able to assess the relative importance of
statements in Fortran in as much as they give rise to errors and he can

concentrate his teaching on eliminating these errors as far as possible.

The error counts in the compiler performance are distributed into the

following categories:

(i) Compilation time errors associated with

(a) statement format or sequence
(b) subscripts

(c¢) arithmetic expressions

(d) TFORMAT statements

(e) I1/0 statements

(£) reference and definition of entities
(g) statement format punctuation
(h) identifiers

(i) DO statements

(j) GOTO and IF statements

'(k) storage allocation

(1) system control, exceeding time limits and others.

(ii) Execution time errors associated with
(a) arithmetic faults ‘
(b) computed GOTO operations
(c) -I/0 operations
(d) reference and definition of entities
(e) 1library function parametefs
(f) subprogram references .

(g) 1limit controls

i e
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The results are given in table II. This includes both compilation
and execution errors. 5.487 of messages are produced during execution
in a total of 1693 reported errors. The remainder occur during

compilation.

TABLE II

Distribution of compile time errors (per cent of total number of
: compilation errors):

Arithmetic assignment: : 1.81
Statement format and sequence: 1.95
Identifiers: : 2.50
General Punctuation: : : 0.63
Reference and definition: : 66.84
FORMAT statements: - ' 2.06
DO statements: ’ . 0.12
1/0 statements: 0.06
System errors: A , ‘ 7.94 -
Storage allocation: ‘ 7.06
- Type errors: . o 8.12
All others (including subscripts): 0.81

Distribution of execution time errors: (per cent of total number of
execution errors):

I/0 operations: 23.65
Reference and definitions: ’ 25.75

Arithmetic faults: 50.60

From tablesIII and VII we see that 60 or approximately 177 of the total
of 352 jobs contain execution errors and 217 have compilation errors. Thé
number of compilation errors seems to be rather high from this samplé survéy.
They average about 21.5 per program. Most of the compilation érrors are
reported as "illegal BCD characters" and "incomsistent equivalence of

variable". "Illegal BCD character" might arise from several basic mistakes.

‘...,..ﬂ.,a.m_.--,-..”
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but this sample has been completely biased by the existencé of one
particular program with over 300 mistakes of this type, arising from

the use of the wrong punching code on the card punch used.

Regarding "inconsistent equivalence of variable" which has occured
the greatest number of times in our survey, it seems likely that it
arises mainly from overflow in the various program and data areas which
are not directly under the control of the user programmer. Other
reasons include illegal common statements or incorrect formatting of an
EQUIVALENCE statement or DATA statement. However, the specification of
the cause of this particular error message seems outside the purpose of

the current work.
Other errors which are seen more frequently in our analysis are:

* 'statement type error", due to incorrect specification of the type
of variable (REAL or INTEGER)

* array not defined in DIMENSION or COMMON statement

* undefined statement number, subroutine or variable (this error is
self-explanatory)

* error in FORMAT at eecesee.

* mixed type operation, - which is caused due to mixing up of REALS
and INTEGERS in an expression '

* illegal card below, — mainly caused due to the incorrect or extra
system card

* check use of array
* number required, statement

* statement cannot be reached

Most of these errors are due to the transposition of cards by careless
handling. ASurprisingly, there are very few punching errors. (We are not
including "illegal BCD character'" under this classification'as explained
already). There are some instances of illegal sequencing of statements, a
few cases of missing job cards, and main program defined twice, statement

numper used twice have also been noticed.




_13_

Among the execution errors the commonest are arithmétic faults due
to underflow or overflow, illegal subscripts, and éncountering the end
of the data file unexpectedly. These mistakes do not imply a lack of
understanding in the use of program statements, but rather carelessness

in the specification of certain numeric: values in the program.-
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TABLE III

ERROR 'STATEMENTS' and their frequency

Level Statement Frequency Percentage
*%3%%  TLLEGAL PUNCTUATION ~ EXECUTION DELETED 9 0.53
3 ILLEGAL REAL CONSTANT - EXECUTION DELETED 0.24
3 ILLEGAL SUBSCRIPT AT ...... — EXECUTION
TERMINATED 24 1.42
ILLEGAL STATEMENT NUMBER - ERROR IGNORED 6 0.35
2 ILLEGAL SEQUENCING OF STATEMENT - STATEMENT
IGNORED 22 1.30
-3 ILLEGAL USE OF BCD CHARACTER - EXECUTION
DELETED 368 21.74
3 ILLEGAL USE OF FUNCTION NAME - EXECUTION
DELETED 2 0.12
ILLEGAL USE OF PERIOD - EXECUTION DELETED 1 0.06
. ILLEGAL- CARD BELOW IGNORED 105 6.20
ILLEGAL USE OF LOGICAL UNIT 00006 -
EXECUTION TERMINATED 0 0.00
ILLEGAL COMMA IGNORED - WARNING ONLY 1 0.06
ILLEGAL ARRAY NAME ...... — EXECUTION
DELETED ‘ 0.35
ILLEGAL OPERATOR - EXECUTION DELETED 0.35
ILLEGAL INTEGER VARIABLE OR CONSTANT -
- EXECUTION DELETED 6 0.35
ILLEGAL END OF STATEMENT - EXECUTION DELETED 1 0.06
3 ILLEGAL VARIABLE NAME ~ EXECUTION DELETED 0.12
ILLEGAL NUMBER OF SUBSCRIPT FORMAT - EXECUTION
DELETED ‘ 1 0.06
3 INCONSISTENT EQUIVALENCE OF VARIABLE -
EXECUTION DELETED 655 38.69
3 INDEX AND LIST LENGTH INCONSISTENT - EXECUTION
DELETED 1 0.06
2 STATEMENT NUMBER REQUIRED — STATEMENT CANNOT
BE REACHED - WARNING ONLY 23 1.36
3 . STATEMENT NUMBER ... USED TWICE - EXECUTION
DELETED 10 0.59
~ 3 STATEMENT TYPE ERROR - STATEMENT IGNORED -
EXECUTION DELETED 120 7.09
3 SYSTEM ERROR AT OCTAL ..... — EXECUTION
DELETED . 13 0.77
3 4 0.24

PARENTHESIS ERROR - EXECUTION DELETED
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TABLE IIT cont.

Level Statement

o W W W

BN W W N

W - W W W O N

[ 5]

PARITY ERROR ON UNIT 00005 - EXECUTION DELETED
PROGRAM OR ARRAY TOO LONG - EXECUTION DELETED
PUNCTUATION ERROR — EXECUTION DELETED

OVERFLOW AT ...... — WARNING OUTPUT FIVE TIMES
ONLY

MISSING OR ILLEGAL JOB CARD
MIXED TYPE OPERATION - EXECUTION DELETED
MAIN PROGRAM MISSING - EXECUTION DELETED

MAIN PROGRAM DEFINED TWICE - FIRST MAIN PROGRAM

USED
ARRAY ...... NOT DEFINED - EXECUTION DELETED

ARGUMENT ILLEGAL IN EQUIVALENCE STATEMENT -
EXECUTION DELETED

AT OCTAL ... , ... USED - UNDEFINED SUBROUTINE

OR  VARIABLE OR STATEMENT NUMBER -
EXECUTION DELETED '

VARIABLE ..... USED AS FUNCTION - EXECUTION
DELETED

VARIABLE OR CONSTANT TOO LONG - EXECUTION
DELETED

HOLLERITH COUNT TOO LONG - EXECUTION DELETED

UNDERFLOW AT ..... AC AND MQ - WARNING QUTPUT

FIVE TIMES ONLY

END CARD MISSING - CALL EXIT USED - WARNING
ONLY

EOF ERROR - CALL EXIT USED - WARNING ONLY
EOF READ ON UNIT 00005 - EXECUTION TERMINATED
ERROR IN FORMAT AT ... - EXECUTION DELETED
NESTED DO'S OVERLAP - EXECUTION DELETED

" CHECK USE OF ARRAY ..... - WARNING ONLY

CONSTANT REQUIRED FOR DATA
WRITE MISSPELLED - WARNING ONLY

EXECUTION TERMINATED

essess DIMENSIONED TWICE - ERROR IGNORED

Frequency Percentage

0.12
0.06

1 0.06
20 1.29
7 0.41
23 1.36
1 0.06
4 0.24
34 2.01
1 0.06
34 2.01
6 0.35
3 0.18
0.06
27 1.59
0.18
0.12
19 1.12
32 1.89
2 0.12
72 4.25
0 0.00
1 0.06
0.06
0.35
1693 100.00
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2.3 Fortran (Frequency of Statements) Usage Analysis

We have analysed 1047 jobs to determine the frequency of use of
Fortran statements. Slight inaccuracies are introduced due to thé use
of the UNLIST facility on 27 programs. The system statements for these
27 jobs are included, although the- corresponding Fortran statéménts are

not available on the output tape.

TABLE IV

Analysis by card type

Total cards analysed: 150,934
(these included system cards,
blank cards, etc)

Number“  Percentage
System cards: ' 3,225 - 2.14
Fortran cards: 146,967 97.37
Blank cards: 742 0.49

150,934 100.00

Fortran cards can further be classified as:~

Fortran statements;: . 141,672 - 96.40
Continuation statements: 5,295 3.60
146,967 100.00

Fortran statements can be classified as i-..

Program statements : 124,097 87.59
Comment statements: 17,575 12.41
141,672 100.00

From table IV we can see that an average number of statements per

program is about 144.
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We now examine the distribution of various Fortran statements
from table V, In the analysis the statements like ENDFILE, REWIND,
BACKSPACE, PAUSE are not mentioned because out of the 1047 jobs, not
even a single job contains them. Even the informatted READ statémént
has not been detected. Among the statements, arithmetic assignmént
dominates, followed by a DO statement. It should be noted that the
various control statements like DO, GOTO, IF, CALL, RETURN are
frequently used and they are about 267 of the total statements. The
statements FUNCTION, COMPLEX, EQUIVALENCE, ENTRY, BLOCK DATA, EXTERNAL,
LOGICAL, NAMELIST, and PRINT were very little used.

This analysis has interesting implications for Fortran teachers.
It seems clear that in the early stages, many instruction types can be
omitted entirely from the instruction program in favour of increased
concentration on assignment and control of the simplest kind. Although
similar measurements on more experienced user's programs indicate a
similar neglect of many types of instruction, it should be pointed out
that we cannot assume that more experienced users do not use the more
unusual parts of a programming language from choice. It may be that they
remain ignorant of the potential advantages of the more advanced facilities

due to poor or non-existent training.

Table V, which follows, shows the number of statements of each type

found from the 1020 user's programs and their percentage proportion:

A Doty
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TABLE V

Frequency of Fortran Statements

Statement Numbers Percentage
Arithmetic Assignment 55,841 45,00
DO 12,360 9.96
WRITE 5,787 4.66
GOTO 4,562 3.68
FORMAT 7,397 5.96
FUNCTION .31 0.02
IFC 8,205 6.61
INTEGER 275 - 0.22
RETURN 2,466 1.99
REAL 409 0.33
READ(5, 1,384 1.12
READ 0 0.00
CONTINUE 8,238 6.64
COMMON 2,295 , 1.85
COMPLEX 61 ... - 0.05 . ¢
CALL 5,154 4,15
END 3,079 2.48
EQULVALENCE 39 - 0.03
EXTERNAL 86 0.07
ENTRY 63 0.05
DIMENSION 2,680 2.16
DATA 427 0.34

- DOUBLE PRECISION 278 0.22
SUBROUTINE | 2,004 1.61
STOP 917 0.74
BLOCK DATA 17 0.01
LOGICAL 11 0.01
NAMELIST 30 0.02
PRINT 1 0.00

124,097 - 100.00
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2.4 Further Analysis

As a back-up to the detailed analysis for the systém pérformance
and for statement frequency, and also data to obtain moré information
on the various types of errors made by the PUFFT users, a furthér 352
complete programs have been analysed. The results are displayéd in
table VI.

There is surprisingly a similar situation regarding the core manage-
ment. This situation agrees with the previous one, that most of the jobs
(about 90%) lie between O - 8K words, and the maximum number of jobs

occupy core below 1000 words of core store. (See table VI.)

From table VII we can see that the execution time is less than the
previous analysis. This could be explained by the fact that there are
a few compilation errors more than before. Regarding the execution per-

centage it is comparable with the previous analysis. Here the successful

jobs are 50%.. 11.9% of jobs went into execution but were terminated because

of the excess output. Approximately 177 contain execution errors and 217

compilation errors. The total number of compilation errors are abnormal in

this. They average about 21.5 per program.

It has already been shown that out of the total number of 352 jobs,
22 jobs are without listings. In this case the total number of cards

analysed, including the system cards and blank cards, amounts to 26,503,

Out of them
Number ~ Percentage
System cards: 842 , o 3.18
Fortran cards: 25,585 96.53
Blank cards: 76 0.29
26,503 _ _ 100.00
En Fortran cards there are -
Fortran statements: - 24,543 95.93
Continuation statements: 1,042 4.07

.

25, 585 100.00
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Among the Fortran statements there are -

Program statements: 20,971 85.45 -
Comment statements: 3,572 o 14.55. ;
- 24,543 100.00

It should be noticed here that the average number of statements per

program is equal to 78.

The various other program statements are further classified in

table VIII, From this table it could be observed that the percentage of

arithmetic assignment statements is about 3.5% higher than the previous

analysis and this could be the reason for the increase in the compilation

time compared to the previous one. v ;’

TABLE VI

Core Store Management i

|

!

CO§§ :ngoo words) . Nu?E;: °* Percentage E
o - K . 126 | 35.80

K - 92K 48 13.64 g
2K - 3K 39 11.08 N
K - 4K 19 . 5.40 ]
K - 5K 4 . 12.50 ?
5K - 6K 11 . 3.13 B
6Kk - 7K - 10 ‘ 2.84 fj
7K - 8K . 21 | 5.96 P
8K - 9K 21 - 5.96 f
9K . - 10K 5 | 1.42 S
1K - 1IK 2 0.57 %
11K - 12K 5 1.42 ﬁ
12K - 13K 1  0.28 |

352 100.00 [
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Table VII gives a summary of performance of record data samples

for 2 days of PUFFT runs in September 1970. :
TABLE VII 1
Overall System Statistics =- Second Batch %
Time required for compilation of 352 jobs: 29.462 minutes ?
oo "  execution " 352 " 323.530 "
Average compilation time per program: 5 seconds 3
" execution " " " n 55,1 " F
Number Percentage i
Total jobs: 352 - :
Jobs without listing: . 22 6.22 R §
Jobs went into execution: : : 278 - 78.98 i
Jobs terminated by stop: L - 176 -~ 50.00 - -
Jobs terminated: - 218 - 61.93 ;
Total error messages: ' 2,425 - B
Total execution messages: , 672 27.71 E‘
Subprograms compiled from DISK: - 60 o 2.47 {
Errors of level O: 756 31.18 - i
Errors of level 1: ' 74 3.05 o
Errors of level 2: o 178 7.34 i : %f
Errors of level 3: 1,417 58.43 L

Programs with compilation errors: 74 . 21.02

Average number of compilation errors o
per program: . : 21,62 ' :
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Table VIII gives the frequency of the various Fortran features for

the second survey.

TABLE VIII

. Fortran Statement Analysis -

Second Batch

Statement Number Percéntage
Arithmetic Assignment: 10,203 48,65
DO: - 1,974 9.41
WRITE: 1,392 6.64
GOTO: 754 3.60
FORMAT : 1,597 7.62
FUNCTION: 5 0.02
IF( : 1,250 5.96
INTEGER: 22 0.10
RETURN: 185 0.88
REAL: 84 0.40
READ (5, : 484 2.31
READ( : 2 - 0.01
CONTINUE: 1,031 4.92
COMMON:; s 197 0.94
COMPLEX: ' 18 0.08
CALL: 529 - 2.55
END: 388 1.85
EQUIVALENCE : 5 0.02
EXTERNAL: 23 0.11
ENTRY: 0 0.00
DIMENSION: 335 1.60
DATA: 97 0.46
DOUBLE PRECISION: 30 - 0.14
SUBROUTINE : 194 0.93
STOP: 162 0.77
BLOCK DATA: 3 0.01
LOGICAL: 6 0.03
NAME LIST: 1 0.00
PRINT: . 0 0,00
20,971 100.00




_23_

2.5 Fortran Course Survey

In the previous sections we have surveyed the pérformancé of the
PUFFT system used by various students and research workers who aré
moderately experienced in writing programs. In this section our object
is to acquaint ourselves with the performance of students who are learning

to program.

Tables IX to XIII present information from the performance records
collected from student programs submitted for the Fortran course given
by the Imperial College Computer Unit from September 28th to October 2nd.
This course was an introductory programming course with an enrolment of
131 students. One observation which might be of interest in this summary.
is the distribution of various error messages and the various Fortran

statements.

The distribution of program size is given in table IX. The number
of jobs in ecach storage requirement category is shown. 471 jobs'out of
478 occupied store between 0 to 1000 words of storage. As expected the
execution time is much less than the compile time, since the course is

introductory.

Regarding success and failure ratios, it'could be concluded from
table X that about 597 went into execution and out them 497 were success—
ful. About 8% of the jobs went into execution but they were terminated
because of time trap (there is an automatic 1imit for the time that a
program can take). This might have been caused by permanent looping. The
possibility of excess output does not arise here since the examples set
for the programming course do not take many lines of output. About 1.47
contain execution errors and 417 compilation errors. Surprisingly, the
average compilation errors per program are not many, about 3. The average

number of statements per program is about 29.

The position of the various Fortran statements is shown in tables XI
and XII. From these it can be observed that the arithmetic assignment
statements frequency is about 3% less than the previous surveys. The next
statements which are in commanding position are FORMAT and WRITE. Even the
REAb statement is frequently used. Altogether the I/0 statements are about
217 and hence we can safely emphasize that = proper care should bé taken in

teaching the I/0 statements. This is particularly relevant since 23.5% of

N
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errors are due to incorrect FORMAT statements (see table XIII).

Most of the errors that have been committed are compilation errors.

Most frequent are:

* error in Format at ...

* mixed type operation ...

* at octal ... , ... used - undefined subroutines or variable or statement
number | '

* statement number required

* statement type error

Errors due to wrong format specification have béen observed -as the
most frequent. It would be interesting to know how many times this error
has been caused due to the wrong specification of H-format, but this is
not available from the analysis. There are few spelling mistakes and
these are not of a serious nature, since they produce only warning messagés.
But the arithmetic faults and type mistakes are worth noting carefully

since they cause termination of the program.

A shortcoming of the performance reporting system is that the present
procedures for submitting runs do not collect and retain enough information
to trace the history of a student's trial runs for a particular problem
‘assignment. Although such information would be extremely valuable, obtain- -
ihg it would present the impractical requirement that each student accurately
reports details of each of his runs, such as assignment number, trial number,

and purpoée of trial.

TABLE IX

Core Store Management

Core in K Number of Jobs Percentage
0o - K 471 | 98.54
K - 2K S 7 1.46
Time:

Average compile time per program: 1.1 seconds

Average execution time per program: N 0.5 seconds
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TABLE X

Total time required for the
compilation of the jobs:

Total . time taken for the
execution of the jobs:

Number of jobs:
Number of jobs without listing:

Number of jobs went into
execution:

Number of jobs terminated by
stop:

Number of jobs terminated:

Total number of error messages

including execution messages:

Various execution statements:
Errors of level O:
Errors of level 1:
Errors of level 2:

Errors of level 3:

8.82 minutes

3.53.

478

280

234
273

2232
787
816

o4
350

1002

Percentage"

58.57

48.95
57.11

' 35.26
© 36.56
2.86
15.68
44.90
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TABLE XI

Total number of cards amalysed: = 13,964

Number Percéntagé
System cards: 1,584 11.35
Fortran cards: 12,377 88,63
Blank cards: 3 - 0.02

13,964 100.00
Fortran cards can further be classified as:
Fortran statements: . 12,188 98.48
Continuation statements: 189 1.52

12,377 100.00
Fortran statements can be classified as:.
Program statements: 11,286 92.60
Comment statements: v 902 7.40
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TABLE XII

Number of statements

of each type found from 478 user's programs

Statement Numbér  Pércéntagé -
Arithmetic assignment: 5082 45.03
DO: 72 0.63
WRITE: 1294 11.46
GOTO: 258 2.29
FORMAT: 1537 - 13.62
FUNCTION: - -
IF( : 485 4,29
INTEGER: 3 0.03
RETURN: 141 1.24
REAL: 6 0.05
READ(S, : 664 5.89
READ: - -
CONTINUE: 55 0.49
COMMON: 272 2.41
COMPLEX: - -
CALL: 273 2.41
END: 418 . 371
EQUIVALENCE: -. -
EXTERNAL: - -
'ENTRY: - -
DIMENSION: 280 2.48
DATA: - -
DOUBLE PRECISION: - -
SUBROUTINE: 183 1.62
STOP: 249 2.22
BLOCK DATA: - -
LOGICAL: - -
NAMELIST: - -
PRINT: - -
QTHERS: 14 0.13

b
%
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TABLE XIII

Various error statements, their frequency and percentage

Level Statement | Frequency’ Percentagé

*% k% ILLEGAL USE OF BCD CHARACTER -

EXECUTION DELETED 0 0.00
3 ILLEGAL USE OF LOGICAL UNIT 00006 -
EXECUTION DELETED 0 0.00
3 ILLEGAL USE OF BCD CONSTANT -
EXECUTION DELETED 0 : 0.00
3 ILLEGAL USE OF LOGICAL UNIT 00005 3 0.21
| EXECUTION DELETED
3 ILLEGAL USE OF PERIOD - EXECUTION »
DELETED 6 0.42
3 ILLEGAL USE OF FUNCTION NAME - EXECUTION
DELETED 0 0.00
3 ILLEGAL USE OF LOGICAL OPERATION - EXECUTION
DELETED 2 0.13
3 ILLEGAL BCD CHARACTER - EXECUTION DELETED 17 - . 1.8
2 ILLEGAL CARD BELOW IGNORED = . ri.: 64 443
1 ILLEGAL COMMA IGNORED - WARNING. ONLY 2 0.13
3 TLLEGAL CHARACTER IN DATA - AT OCTAL ... -
EXECUTION DELETED ' 9 .. 0.63
3 ILLEGAL SUBSCRIPT AT ... — EXECUTION '
TERMINATED - " 9 - 0.63
3 . TLLEGAL FUNCTION OR SUBROUTINE NAME - '" S
EXECUTION DELETED 1 0.07
3 ILLEGAL NUMBER OF SUBSCRIPT FOR ... = '
EXECUTION DELETED 1 0.07
2 ILLEGAL SEQUENCING OF STATEMENT - ERROR
IGNORED - , 24 1.66
2 TLLEGAI STATEMENT NUMBER - ERROR IGNORED 9 0.63
3 - TLLEGAL PUNCTUATION - EXECUTION DELETED 15 1.04
3 ILLEGAL REAL CONSTANT - " v _ 24 1.66
"3 TLLEGAL VARIABLE NAME - " " 0 0.00
3 ILLEGAL ARRAY NAME .. - " . " 7 0.48
3 TLLEGAL OPERATOR - " " 18 - 1.26
3 ILLEGAL END OF STATEMENT - L _ 1 0.07-
3

ILLEGAL INTEGER VARIABLE OR CONSTANT -
EXECUTION DELETED >
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TABLE XIII cont.

Lev Statement Frequéncy Pércentagé
3 ILLEGAL NUMBER OF SUBSCRIPT FORMAT -
EXECUTION DELETED 0 0.00
3 INCONSISTENT EQUIVALENCE OF VARIABLE - |
EXECUTION DELETED 0 0.00
3 INDEX AND LIST LENGTH INCONSISTENT -
EXECUTION DELETED 0 0.00
3 INTEGER CONSTANT SUBSCRIPT REQUIRED AT ..
- EXECUTION DELETED 8 0.56
‘3 ERROR IN FORMAT AT ... — EXECUTION DELETED 340 23.54
0 EOF READ IN UNIT 00005 - " " 25 1.74
2 EOF ERROR ~ CALL EXIT USED - WARNING ONLY 6 0.42
2 END CARD MISSING - CALL EXIT USED " 22 . 1.52
1 END FILE MIS-SPELLED ~ WARNING ONLY 4 0.29
3 PARENTHESIS ERROR - EXECUTION DELETED 42 2.91
3 PARITY ERROR ON UNIT 00005 - " 0 0.00
3 PROGRAM OR ARRAY TOO LONG - " 0 - 0.00
3 PUNCTUATION ERROR - " 1 0.07
1 PAUSE MIS-SPELLED - WARNING ONLY 2 0.13
2 STATEMENT NUMBER REQUIRED - STATEMENT
CANNOT BE REACHED - WARNING ONLY 96 6.65
3 STATEMENT TYPE ERROR - EXECUTION DELETED ‘90 6.22
3. SYSTEM ERROR AT OCTAL .. - " " 10 0.70
3 STATEMENT NUMBER ... USED TWICE - " 15 1.04
3 STATEMENT NOT COMPLETE -~ " 7 0.48
2 - SUBROUTINE ... DEFINED TWICE - 1 0.07
3 MIXED TYPE OPERATION - EXECUTION DELETED 110 7.61
2 MISSING OR ILLEGAL JOB CARD 77 5.32
3 MAIN PROGRAM MISSING - EXECUTION DELETED 1 0.07
2 MAIN PROGRAM DEFINED TWICE - FIRST MAIN '
PROGRAM USED 24 1.66
0 UNDERFLOW AT ... AC and MQ - WARNING
OUTPUT FIVE TIMES ONLY 7 0.48
3 VARIABLE OR CONSTANT TOO LONG - EXECUTION
DELETED 3 0.21
VARIABLE USED ... AS FUNCTION - " 29 2.00
VARIABLE ... USED AS SUBROUTINE - " _ 2 0.13
OVERFLOW AT ... - WARNING OUTPUT FIVE TIMES
ONLY ~ 0 0.00
3 0 0.00

NESTED DO'S OVERLAP - EXECUTION DELETED
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TABLE XIII cont.

Statement Frequéncy Pércentage
CHECK USE OF ARRAY - WARNING ONLY 36 2.49
CONSTANT REQUIRED FOR DATA - EXECUTION
DELETED 0 0.00
1 WRITE MIS-SPELLED - WARNING ONLY 1 0.07
1 FORMAT MIS-SPELLED - " " 2 0.13
1 DIMENSION MIS-SPELLED " " 2 0.13
3 AT OCTAL ... , .. USED - UNDEFINED
(SUBROUTINE) OR (VARIABLE) OR STATEMENT
NUMBER - EXECUTION DELETED 118 8.16
3 ARRAY ... USED AS SUBROUTINE - EXECUTION
DELETED 1 0.07
ARRAY ... NOT DEFINED - EXECUTION DELETED 58 . 4,01
HOLLERITH COUNT TOO LONG - " " 11 0.76
BCD OUTPUT RECORD TOO LONG = ... AT OCTAL = .
EXECUTION TERMINATED 1 0.07
2 FUNCTION ... DEFINED TWICE - ERROR
IGNORED ' | 5 0.34
+++ DIMENSIONED TWICE - ERROR IGNORED 46 ©3.18
... MUST BE VARIABLE NAME - EXECUTION
DELETED 1 0.07
1 ... DEFINED. IN COMMON TWICE ~ FIRST USED 22 1.52:
1445 - 100.00
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3. DESCRIPTION OF THE ANALYSER PROGRAM

The input to the analysing program is the system output tapé

produced by PUFFT. It is therefore necessary to procéss a séquéncé

of records, each one representing one line of the printéd output which
is normally returned to the user. Fig. 2 gives a typical séquéncé of
output records. In fact the physical record on tape is of variaBlé
length and does not necessarily correspond to the logical récord to

be processed. A simple buffering system overcomes this. The reading
of the system tape naturally must be carried out by an assenbly code
routine. A description of this routine, called VARRED, is given in .
"section 3.6. After a record has been transferred to main store, its

tape is recognised and relevant action taken as follows:

(a) $JOB This card marks the start of each job. So a job
count is made and also checked for $UNLIST cards in order to separate

out the number of jobs without listings.

(b) Other system records These are detached as starting with a

$ character and a single count of occurance is encountered.

(c) Error records These are recognised by the pattern

'*&nk* at the beginning, where each n is an integer between O - 3.

According to the value of n the level of the error is known.

(d) Fortran statements Details of this analysis is discussed

in section 3.2. Section 3.1 gives the description of tree.

3.1 Description of Tree

Usually the process of syntax analysis of any high level language
involves the determination of the structure of a statement by using a
processing algorithm which expresses the total structure of all possible
statements in the language. In fact this structure could be expressed
~more or less explicitly as a tree structure. This should be provided
once for all as part of the algorithm and should also be unaltered in
the process of analysis so every statement is analysed as if it were the
first ever. The initial structure of the tree provided for the analysing

algorithm expresses the structure of all 'expected' language statements



Layout of the various types of record on the PUFFT output tape.

Each record occupies 16 or 17 words.

12

1 2 3 4 5 6 7 8 9 10 11 13 14 15 16 17 18
_ Time Putput| lines
1 $JOB Jobnumber name PUFFT] 3.0 500 - |A01802 Dake #
$% NAMECARD #
$EXECUTE PUKFT #
$1BJOB, _ #
IMP. COL. BUFFT VERS date #1 '
Any Fortran stdtement] would have [this type of| layoit on the sysitem output thpe
DIMENSION 60321
Vh&kn&A EXECUTION # v _
TRikpA EXECUIION THRMINATED BY [STOP AT |OCTAL 162035 #
1 TIME FOR [JOB 0.27MINS Date A018 0310020168 PUFFT [3.0 0030C0
385 LINES OUTHUT. #
OCOMPILATION 0.02/42MINS EXECUTION O.2478MINS 3111DATA 5228PROGRAM

2

FIG. 2.
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and also all expected error statements too. The tree should also
carry a memory of the frequency of all statements. The général
principle is that the tree structure expressing the language and

error statements structure is no longer static, but dynamic. Thé
structure is provided initially and is altered in many different

ways as a result of the continuing process of matching incoming
statements. With all the possible incoming statements it can be

seen that the tree will develop a complex and extensive structuré.'
The matching process may then become too time consuming to bé
practical. There is thus a fundamental requirement for an automatic
restructuring process which aims continually to minimisé thé
complexity of the total matching process. This could be realised by
the use of a 'branch swopping' technique. The set of alternativé
nodes at any point in the tree which represents thé sét of alternative
structures which might be present at a certain point in the input
statement, can be continually rearranged so that those most fréquéntly
relevant are nearest to the root of the tree, and théréforé are

reached more quickly.

When a node is transferred in this way, its attachments to lower
nodes must remain undisturbed. Based on this'philoSOphy, the two
routines MTRPUT and TRSWOP have been written. (Refer to sections 3.3
and 3.4 for details). A '

These tree structures are produced and manipulated with the help
of the various Minislip routines. For details about the various character

handling routines and Minislip routines, refer to Appendix I and II.

3.2 Description of the Main Program

Before describing the main routine it is necessary to specify in

outline the function of the various subroutines called as follows:.
(1) SLIP routines (for details see Appendix I).

(2) MTRPUT routine which helps to form a tree whose various branches are
the various key words of the Fortran statements, such as READ, WRITE,
FORMAT, CALL, etc; and the key words of various possible error statements,
for example, ILLEGAL PUNCTUATION, STATEMENT NUMBER REQUIRED, etc. A

detailed description of this routine is given in the next section.
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(3) TRSWOP routine. This subroutine does the job of matching the in-
coming statements against the key words in tree form and classifying
the various statements from the PUFFT output tape. Every timé a staté—
ment (key word) is recognised the count of the number of occurences of
the start is increment. If the key word corrésponding to a particular
output statement is not matched then the "new" keyword is adde& to the

tree.

(4) TPRINT routine. This subroutine prints out the frequency of various

statements analysed from PUFFT output tape.

(5) VARRED. An IOCS routine helps to open the PUFFT output tape and
deblocks it. This mainly brings out the various statements on the PUFFT

output tape and stores them in the temporary buffers.

(6) BCDINT is a FUNCTION subprogram whose main job is to convert the BCD

integer characters into integers.

Initially, a collection of cells (about 10,000) called the List of
Available Space (LAVS) are created with the help of a SLIP routine called
INITAS. The Fortran array A is declared at the beginning of the program
to provide enough space for all cells. Out of the LAVS a cell is détached
and it is addressed as a list header LSWOP. (This prints to the top of the
tree.) The various branches of the tree are the Fortran key words such as
READ, etc. In a similar way, a tree with the top accessed via LSWIP is
formed to represent the various possible error statements as its various

branches.

The correct magnetic tape unit for input is selected, and the program
now starts to read the records from the PUFFT tape, one at a time, into a
buffer, using the VARRED routine. The buffer is then tested for the various

types of record and action is taken as follows:

(1) A $30B record. This indicates the beginning of a new job unless it
also contains ENDRUN, which will indicate the final card to be processed.
As each normal $JOB record is encountered, the count of the number of jobs

is incremented.

(2) A report from the system during compilation or execution. These are
recognised by the presence of the sequence **n** wyhere n is 0, 1, 2 or 3.
An execution report will have EXECUTION, EXECUTION TERMINATED or EXECUTION
TERMINATED BY STOP. All others will be error messages with the levél of

severity indicated by 0, 1, 2 or 3.
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(3) Job timing. This is recognised by "TIME FOR JOB" and the relevant

time is recorded. This gives total time for compilation and execution.

(4) Separate compile and execute times. These occur in a separate record

recognised by the presence of "OCOMPILATION".
(5) Number of output lines. Recognised by "LINES OUTPUT".

The remaining part of the analysis program tests for the various
types of Fortran statement. For this purpose the record which has béen
stored in the buffer with six characters to each word is unpacked to Al
format in an array called LINE. This is then tested in succession for
comments,  continuation, and possible completely blank records. The staté-
ments employing an equal sign but not DO statements are next discovered
and the relevant count is incremented. Finally, the rest of the Fortran

records are matched on the Fortran key word tree.

The main program is written in ASA Fortran. The subroutines which it
makes use of are described below. They also are written in Fortran except

as stated otherwise.

3.3 Subroutine MTRPUT

' The purpose of this subroutine is to create a tree structure in which
each branch represents a permissible string of characters which will later
be matched against a PUFFT record. Two trees are created, one containing
the errar statement, the other containing the standard Fortran key words.
The tree is built up from a sequence of data cards, each specifying a branch.
Each call of MTRPUT results in the addition of a new branch to the tree whose

root is specified in the call.

Part of the tree of Fortran key words produced by MTRPUT might be as

follows:

322 324 326 328 330

1 324 1 {0 ({326 110 328 1 { 332 | 330 2AJ 0 [ 0
R - E A D 0

41 0 |334 2| O 0
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The subroutine is written in Fortran with calls to the Minislip

routines for setting up the list structure.

3.4 Subroutine TRSWOP

The main purpose of this routine is to obtain the frequency of various
Fortran and error statements contained in the PUFFT record. The characters
of a statement from PUFFT output tape is being matched with the existing
tree created by MTRPUT. On finding a successful match the count of such
statements is made. In matching for a successful match, it swops the
various branches of the tree in order to minimise the complexity of the

total matching process.

Suppose before calling TRSWOP the number of READ statements have been
counted as 3, later, when it is called again to match the Fortran key word
READ, then the addition is done as follows:

322 324 326 328 330
324 1] 0 326f {1 | 0 328| |1 1332 330 2] 0
R E A D 4

The branch swopping is carried out as follows:

Suppose the part of

 the tree containing Fortran key words CALL and COMMON is as given below:

100 102 104 106 108
102 | .| 1110 [104 0 {106 o 18 {1210
c A L L 5
110 112 114 116 118 120
1| o112] | 1| o114} |1 116 118 120(] 2
0 M M 0 N 6

Later, on calling TRSWOP, it has to match with the input statement

COMMON, a Fortran key word, then it swops the whole branch COMMON by lowering

the branch ALL, a part of CALL.

If the input statement cannot be matched with any of the existing

branches of the tree, them an additional branch will be created by this

routine.

AN

The subroutine is written in Fortran with calls to the Minislip routines

for setting uﬁ the list structure.
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3.5 FUNCTION Subprogram BCDINT

Name: BCDINT.

Purpose: For picking up the numbers from the PUFFT output tape

whose characters are in BCD characters.

Example of use: Y = BCDINT (BCDNUM, NUMCHR).

Arguments: BCDNUM - BCD number to convert NUMCHR - Number of

characters to be converted.

Description: BCDINT is a FUNCTION subprogram and when it is used
it will return a value which is the binary integer equivalent of the
BCD number BCDNUM. The value is stored in Y. Any non-numeric characters
are treated as zeros, but blanks are ignored. (Note: Y and BCDINT must
be declared as same type, i.e. both real or both integer, in the calling

program.)

Language: MAP.

3.6 Subroutine VARRED

Name: VARRED

Purpose: For opening the PUFFT output tape and to deblock the

records.

Example of use: CALL VARRED (NTAPE, BUFF, NUMWRD, IEOF)..

Argﬁments: NTAPE - Logical tape unit number. BUFF - Buffer array
into which the words of the next Logical Recoxrd are placed. NUMWRD -
Number of words found in Logical Record is placed in it. If zero on calling
VARRED, the present Physical Record is truncated and the next Logical Record
is taken from the next Physical Record. IEQF - Addréss to which to transfer

on reading an end of file.

Description: On entering the VARRED, IOCS subroutine the parameters
are stored and NUMWRD is tested for zero, (if zero, the end of the present

Physical Record is forced). The Logical tape unit is converted to the
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address of the File Control Block (FCB) and the file is tested for Opén,
(open if not). The value of the FCB is compared with the value the last
time the routine was called. If they are not equal a new Physical Record
is read into internal system buffers and its size contractéd. This size
is tested for zero and another Physical Record is read if it is. Words
are now unpacked from the internal buffer into BUFF until either an end
of Logical Record character (072 at the end of a word) or the end of
Physical Record is encountered. The number 6f words found is stored in
NUMWRD and the return is made (after adjusting the number of words left

in the internal buffer). .

Language: IOCS (MAP)

3.7 Subroutine TPRINT

This subroutine is written in Fortran with calls to the Minislip
routines for printing out the trees which were created by MTRPUT and
TRSWOP. '

On calling this routine it starts printing out the branch of the tree
till it encounters the end of the branch. The value in the data word of the
end of branch is pointed out. - It indicates the frequency of that particular
statement. Then it checks for the other branches of the tree and prints

out the whole tree.
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4, CONCLUSIONS AND FUTURE DEVELOPMENT OF THE METHODS

We feel that this type of analysis should prove of fundamental
importance to the designers of new computing systems and should also
indicate ways in which the user can be trained to make more effective
use of the system. The most pertinent aspect of this analysis is that
even an effective and efficient system like PUFFT can produce error
messages which are very ambiguous. For example, during the course of
the analysis we came across an error "inconsistent equivalence of
variable" which was observed more frequently than any other. Without
considerable research into the compiler it does not seem possible to
determine the meaning of this statement or to be certain of the user
program faults which give rise to it. The situation is similar for the
error statement: "* illegal use of BCD character". Both of these errors
in fact lead to an immediate deletion of execution and so the need for

further analysis is pressing.

Another particularly significant result is that the majority of
programs could perfectly well run on a system with more limited storage
and this could lead to a reconsideration of the type of machine necessary

for teaching purposes.

In conclusion, it éppears to the author that what seems at first
sight to be a comparatively mundane job of analysis on data of limited
interest has yielded some surprising results which should be of consider-
able concern to systems designers. The work has also provided valuable
experience'in comparatively complex data structures and analysis, and
valuable insight into methods of statement recognising. It is hoped that
the programming system presented hére will be employed continually to

monitor the effectiveness of the PUFFT system.
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APPENDIX I

Character Handling in Fortran

Although Fortran was designed. for numerical calculations, a great
deal of useful work can be carried out in this 1anguagé in the field of
non-numeric data processing or text manipulation, in which thé quantitiés
being processed are not integer or floating-point numbérs, but strings of :
characters. Areas in which Fortran has been found useful includé informa- |
tion retrieval, automatic documentation, the automatic generation of flow
charts and even the construction of compilers. In scientificvcalculations,
it is often necessary to produce graphs or contour maps on thé.line printer,

and here again Fortran can be employed.

The minimum unit of information manipulated directly in Fortran is 3
one machine word. If individual characters are to be processed separately,

then they canbe dealt with in two ways:

1) By arranging to store one character in a word. Since a character
 requires 6 bits of a word in the IBM 7094 the rest of the bits must
be filled in with blank characters. This method involves using Al

format exclusively for input and output.

2) It is possible to fill the word with characters and have special
 assembly code routines available for manipulating strings of characters

and for packing and unpacking words.

Character Handling routines in PUFFT and IBSYS

There are three routines available for manipulating strings of charac-
ters and for packing and unpacking words. Strings are stored in arrays,
.each word contains six alpha-numeric characters, except the last which may
contain fewer than six characters (which are stored left—adjusted). A string

may be read in as Hollerith information or may be compiled in data statement.

The character positions are referred to as being consecutively numbered

and each character is referred to by its position in the string.

CALL GET(S,I,T) : Get the Ith character from string S and place it in
T (left-adjusted). The last five characters of T are blanks., S is not
affected. N
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CALL PUT(S,I,T) : Put the left-most character of T into the Ith
position of string S. The remaining characters in string S are not

affected and T is not altered.

CALL KOMPAR(S,T,I) : Compare logically the contents of word S with

the contents of word T.

If C(8) are less than C(T), then I = -1
If C(8) are equal to C(T), then I = +0
If C(S) are greater than C(T), then I = +1

Example: Suppose there is a string of 14 characters, (ABCDEFGHLJKLMN)

set up in an array called PLACE. PLACE will have to have three words, so
DIMENSION PLACE (3). '

The first word will contain ABCDEF -
The second word will contain GHIJKL
The third word will contain MNbbbb (b = blank)

CALL GET (PLACE , 13 , TEST) will leave TEST with: Mbbbbb.

(@
Then,

CALL PUT (PLACE , 1 , TEST) will leave PLACE(l) with MBCDEF _
If S contains ABCDEF and T contains ABCDEF, then CALL KOMPAR(S,T,I) will
put -1 in I.

When KOMPAR is used for comparing characters in a word, the values
actually compared are the binary representation of the characters in storage.
The 7094 code is given below. Notice that successive letters of the i
alphabet are in ascending binary value, but BLANK is higher than A-R and
lower than S-Z. If blanks are to be ignored, then the required sorting

~order is not simply on magnitude.
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Storage

Character

Storage

Character

Storage

Character

Storage

Character

Octal

61

62
63
64

65
66
67

70
71
00
73

74

Octal
41

42

43

44

45

46

47

50
51

40
53
S4

Octal

21

22
23
24
25
26
27

30
31

20
33
34

Octal

ol

02

03

04

05

06

o7

10
11

"blank

60
13
14
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APPENDIX II

Minislip Routines

SLIP (Symmetric List Processor) is a list processing system in which
each list cell carries both a forward and a backward link as well as alpha-
betic or numeric data. The fundamental information module with which SLIP
deals is a pair of consecutive words called a cell. Out of the 36 bits
contained in an IBM 7094 computer word the first word of the cell has an
identifier (ID) field of 6 bits length, the left link field (LNKL) is of
15 bits length, and the right link field (LNKR) is also of 15 bit length.
The second word of the cell is used for alphabetic or numeric data. The
cell as a whole is referenced by the address of its first word. There are
various SLIP routines available at Imperial College to handle lists and
trees. There are handouts prepared by Mr. E. B. James, and these are given

below.

LISTS and TREES in Fortran

The basic item of information is a cell, which occupies two consecutive

36-bit words.

ID | LNKL LNKR The first word contains: A six-bit
DATA identification field, ID, which can

take values between O and 64; Two
fifteen-bit address fields, LNKL and LNKR. Generally, the ID field denotes

what the cell is used for and LNKL and LNKR provide addresses to connect the

cell into the list or tree. The second word is used for alphabetical or
numeric data. The cell as a whole is referenced by the address of its first

word.

The following ten functions and subroutines, written as one MAP routine
with ten entry points called MCOPS perform basic operations on the components

of a cell.

The example will make use of the cell with contents as follows:

17 392 68 Assume this cell is stored at locations 1544 and 1545.
ABCDETF Also that the Fortran variable NAME is stored at
location 1544. o
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1. TFunction ID (NAME) obtains the values of the Identification field
2. " LNKL (NAME) " oo " " INKL address
3. " LNKR (NAb’IE) " " n . " n LNKR addreSS

Examples: ID (NAME) = 17 , LNKL (NAME) = 392 , LINKR (NAME) = 68.

4., INHALT (N) obtains the contents of the machine location whose address

is the value of the Integer variable N.

5. CONT (N) is exactly the same as INHALT (N), but is a Real function.
Both are required to overcome the difficulty of unrequired type

changes in assignment statements.

location is assigned to N contains the integer 1544. Then the
value of INHALT (N) is 17 392 68 , the value of
INKR (INHALT (N)) is 68, the value of ID (INHALT (N)) is 17.
INHALT ( N + 1) is the contents of the data word léﬁé = ABCDEF.

6. MADOV (NAME). This obtains the machine address of the Fortran variable
NAME .

Example: The value of MADOV (NAME) is 1544. The previous six functions .
have obtained values counected with a cell. The following four
routines, which can be called as subroutines or functioms, store

values in various parts of a cell.

7. STRDIR (I, N). Stores value I in machine location occupied by variable
N.

Example: CALL STRDIR (I, N). If I contains ABCDEF, N contains ABCDEF
after the call. If used as a Function the process described
takes place and also STRDIR (I, N) returns the value ABCDEF.

8. STRIND (I, L). Stores value I in the machine location addressed by

the contents of L.

Example: If L has value 1545 and I contains ABCDEF, then CALL STRIND (I, L)

puts ABCDEF into machine location 1545. Its value when used as a

function is the value of I.
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9, SETDIR (I, J, K, N) puts the values of Fortran integer variables
I, J, K into the ID, LNKL, and INKR fields of the machine location
occupied by Fortran variable N, If any of I, J, K havé a négative
value, then the corresponding field is unaltered in N. If used as

a function, returned value is the new N,

Example: CALL SETDIR (I, J, K, N). If I =17, J =392, K =68,

N is set to:
IDy LNKL{ LNKR]
17 392 68|

CALL SETDIR (-1, -1, -1, N) leaves N unaltered.

10. SETIND (I, J, K, L) has the same effect as SETDIR, but the values are
set into the machine location whose address is the value of Integer

variable L.

Example: If L contains 1544 and I, J, K are as in the previous example,
then CALL SETIND (I, J, K, L) sets the machine location 1544
to

17 392 68

All the variables in the previous routines can of course be replaced

with arithmetic expressions where appropriate.

Example: CALL SETIND (ID (NAME), LNKL (NAME), LNKR (NAME), NAME) does

nothing at all.

The following routines are written in Fortran IV and reference MCOPS:

1. 'ERROR(J): Writes error messages. Used only internally to the other

routines.

2. INITAS(A, N): A subroutine used at the start of a program to create a
collection of cells, called the List of Available Space, or LAVS. The
Fortran array A is declared at the beginning of a program, of sufficient

size to provide space for all cells to be created.
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Example: INTEGER A(5000) followed by CALL INITAS(A,5000) will create a
structure with 2500 cells (N/2, or (N-1)/2 if N is odd). If
A(l) is stored at 3726, then the structure will be as follows:

. Location - LAVS :  AVSL (see over)
3726 0 0 3728 . 0 8724 3726
3727 ' 0 ' l l
I ] top bottom

3728 0 0 3730

0
3730 0 0 3732

0
8724 - ol o 0

‘ 0

A special location AVSL is the pointer to LAVS and carries in its LNKR
the address of the first cell and in its LNKL the address of the last cell
on the list. '

Example: In the list above, LNKR (AVSL) = 3726, LNKL (AVSL) = 8724,

If LNKR (AVSL) becomes zero, then there are no cells remaining in
LAVS, '

2. NUCELL (L). Used as a function or subroutine, detaches a cell from the

list of available space. L and the function value are set to its address.

Example: CALL NUCELL (L) with the above LAVS will detach the first cell from
LAVS. . LNKR (AVSL) becomes 3728 and L receives the value 3726.

3. - RCELL (L). A subroutine only; attaches the cell whose address is in L
to the LAVS.

+ et e o et

h
i
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The following routines set up and manipulate symmetric lists, which

enable the structure to be traced in either direction. The LNKR in each

cell carries the address of the succeeding cell in that list, the LNKL

carries that of the preceding cell.

4,

LIST (M) creates an 'empty' list ready for later use by detaching one
cell from LAVS and setting it up as a list 'header'. M (and the function
value if used as a function) are set to the address of the héadér céll.
When created, the header cell has its LNKL and LNKR both set to its own

address.

Example: CALL LIST (M) with LAVS as in original example. M becomes 3726.

ILNKL and LNKR of cell 3726 are set to 3726.

Later, when cells are added to the new list, the LNKL and LNKR of the

header cell contain the address of the bottom cell and the top cell of the

list. The list is referred to via the Fortran name M.

5.

8.

lo.

11.

LOCT (M). A function only, obtains the address of the header cell of
list M.

NAMTST (M). A logical function, has wvalue TRUE if M is the name of a
list.

LISTMT (M). A logical function, has value TRUE if list M is empty.

- NEWTOP (I, M). Inserts the value of I at the top of the list M. Used

as a function, its value is the address of the cell used to store the

value I.

NOKTOP (M). Removes the top cell from the list M, and returns it to the
LAVS. Used as a function, its value is the data item of the cell

removed.

NOKOFF (L). Removes the cell whose address is the value of L from its
surrounding list structure and returns it to LAVS. Used as a function,

its value is the data item of the cell deleted.

NOKBOT (M). As NOKTOP but removes the bottom cell in the list..
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NXTRGT (A, L). Inserts a cell immediately below the cell whose
address is the value of L. Called "nextright" because LNKR is
used to point down the list, LNKL points upQ Used as a function,

its value is the address of the cell inserted.

MTLIST (M). This removes all the cells on list M, leaving it empty,
that is, with only a header. Used as a function, its value is the

contents of Fortran variable M.
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DF THE CELLELASTN.“LF:ff:i:ﬁiffﬁéEEfoi
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wath(o.ee) R:N:(LINE(J):
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C:i:zLAVS CAND: THE ‘DATUM. CONTAINED. THERE AN DELIVEREDLAS: =THE. VALJE OF=

THE.

e e 1 n e et ~—




DOU503 .Y 10016034 ¢ : R
9TPRIN = EFN  SOURCE STAT&M:NT - IFN(S)_

t“’ FUNLTIUN. RLDULE K IILL THE" HHULE T&Et IS PRINTED OUT.
S IF(LNKLAINHALT(LAST)) «EQ. G) GG TD 55
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UNU9.
UN1le
UN13.

UN15.

ENTRY.
UNG2.
UNO%. -
UNOB.
UN1Q.. | ,
CENTRY
UNi2, B

Nl4, ENTRYIZFINT

ENTRY _ IN

UNlé6.
UN17.
‘UN19.5
UNZ20O.
UNZ1,..
UN22.,
UN23 .

ENTRYZEINZS

L REMOVE: .. -DATE 09/17/70 " . TIME 3.0 . MINS. . .. p

CLIN
ENTRY _LINE
ENTRY _IN_

&NTRY‘ IN
ENTRY T.1INZ
ENTRY  IN
ENTRYSZ INTE =

ENTRYf:L

ENTRY ZEIN ==
ENTRY__ IN
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